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Semester Project

![](data:image/png;base64,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)

**Group Members**

|  |  |
| --- | --- |
| Talib Husain | 21F-9070 |
| Mustafa Rizwan | 21F-9085 |
| Saad Rehman | 21F-9640 |

**Source Files**

Main.cpp

#include<iostream>

#include<string>

#include<fstream>

#include"TrieTree.h"

#include<Windows.h>

#include<conio.h>

#include"Huffman.h"

#include<iostream>

#include<conio.h>

using namespace std;

// console handle add color to text

HANDLE console = GetStdHandle(STD\_OUTPUT\_HANDLE);

int main() {

    TrieTree t;

    encode e;

    int option = 0;

    fstream dictionary, editior;

    dictionary.open("Dictionary.txt", ios::in);

    string s;

    //loading a dictionary words from file

    while (!dictionary.eof()) {

        dictionary >> s;

        t.LoadData(s);

    }

    dictionary.close();

    //text editior menu

    cout << "1-New File\n2-Edit File\n3-Exit\n";

    cout << "Enter an option: ";

    cin >> option;

    char key\_press;

    string para = "";

    string word = "";

    string\* suggested = NULL;

    string loaded\_para = "";

    s = "";

    std::cout << "\t\tText Editior\n";

    //if user to add previous data load it

    if (option == 2) {

        editior.open("editior.txt", ios::in);

        editior.seekg(0, ios::end);

        int length = editior.tellg();

        editior.close();

        if (length != 0) {

            e.encodeText("editior.txt");

            s = e.decode("compressedFile.txt");

            for (int i = 0; i < s.size() - 1; i++) {

                cout << s[i];

                para += s[i];

            }

            cout << ' ';

        }

    }

    editior.open("editior.txt", ios::out);

    while (true) {

        key\_press = \_getch();

        std::cout << key\_press << endl;

        if (key\_press == '=') {

            editior << para;

            editior.close();

            fstream comp;

            comp.open("compressedFile.txt", ios::out);

            comp.clear();

            comp.close();

            e.encodeText("editior.txt");

            std::cout << "File has been compressed\n";

            exit(1);

        }

        if (key\_press != ' ') {

            if (key\_press == '/')

            {

                suggested = t.suggest(word);

            }

            if (key\_press != '/')

            {

                para += key\_press;

                word += key\_press;

            }

        }

        else {

            para += " ";

            word = "";

        }

        std::system("cls");

        int count = 0;

        if (suggested != NULL && suggested[10] == "true")

            while (count < 10) {

                std::cout << "Text Editior\n";

                std::cout << "word: " << word << endl;

                std::cout << para << endl;

                std::cout << "\nSuggestion" << endl;

                for (int i = 0; i < 10; i++) {

                    if (i == count && suggested[i] != "NULL") {

                        SetConsoleTextAttribute(console, 121);

                        std::cout << "/:";

                    }

                    if (suggested[i] != "NULL")

                        std::cout << suggested[i] << endl;

                    SetConsoleTextAttribute(console, 15);

                }

                std::cout << "choose Suggestion: ";

                key\_press = \_getch();

                if (key\_press == ',')

                    break;

                if (key\_press == '�') {

                    count++;

                }

                if (key\_press == ';') {

                    string selected = suggested[count];

                    for (int i = word.length(); i < selected.length(); i++) {

                        para += selected[i];

                    }

                    count = 11;

                }

                suggested[10] = "false";

                std::system("cls");

            }

        std::system("cls");

        std::cout << "\t\tText Editior\n";

        std::cout << "word: " << word << endl;

        std::cout << para;

    }

    return 0;

}

Trie Tree.h

#ifndef TrieTree\_h

#define TrieTree\_h

#include <iostream>

using namespace std;

struct node

{

    node \*alphabets[26];

    char key;

    bool Isword;

    string msg;

    node(char k = NULL);

};

class TrieTree

{

    node \*root;

    // suggestion array of string to store suggestion

    string suggestion[11];

    int count;

public:

    TrieTree();

    node \*GetRoot()

    {

        return root;

    }

    // load data from file

    void LoadData(string str);

    // this function return array of suggestion

    string \*suggest(string str);

    // check the node is laef or not

    bool isleaf(node \*r);

private:

    // display function of tree

    void print(node \*head = NULL);

};

#endif // !TrieTree\_h

Trie Tree.cpp

#include "TrieTree.h"

// Node constructor

node::node(char k)

{

    for (int i = 0; i < 26; i++)

    {

        alphabets[i] = NULL;

    }

    key = k;

    Isword = false;

}

// Trie Tree Methods

TrieTree::TrieTree()

{

    root = new node();

    count = 0;

    for (int i = 0; i < 26; i++)

    {

        root->alphabets[i] = NULL;

        root->Isword = false;

        root->key = NULL;

    }

}

// load data from file

void TrieTree::LoadData(string str)

{

    int i = 0;

    int pos = 0;

    node \*temp = root;

    while (str[i] != '\0')

    {

        if (isupper(str[i]))

        {

            str[i] = str[i] + 32;

        }

        pos = int(str[i]) - 97;

        if (temp->alphabets[pos] == NULL)

        {

            temp->alphabets[pos] = new node(str[i]);

            for (int j = 0; j < i; j++)

            {

                if (temp->msg == "")

                    temp->msg += str[j];

            }

        }

        temp = temp->alphabets[pos];

        i++;

    }

    temp->msg = "";

    temp->msg = str;

    temp->Isword = true;

}

// this function return suggestion array

string \*TrieTree::suggest(string str)

{

    node \*temp = root;

    int pos = 0;

    int i = 0;

    for (int i = 0; i < 10; i++)

    {

        suggestion[i] = "NULL";

    }

    suggestion[10] = "false";

    while (str[i] != NULL)

    {

        if (islower(str[i]))

        {

            str[i] = str[i] - 32;

        }

        pos = int(str[i]) - 65;

        if (temp != NULL)

            temp = temp->alphabets[pos];

        i++;

    }

    count = 0;

    print(temp);

    return suggestion;

}

// this function check that the node is leaf or not

bool TrieTree::isleaf(node \*r)

{

    int i = 0;

    while (i < 26)

    {

        if (r->alphabets[i] != NULL)

            return true;

        i++;

    }

    return false;

}

// display function

void TrieTree::print(node \*head)

{

    if (head == NULL)

        return;

    int i = 0;

    bool flag = false;

    while (i < 26)

    {

        if (head->Isword == true && flag == false)

        {

            if (count < 10)

            {

                cout << head->msg << endl;

                suggestion[count] = head->msg;

                suggestion[10] = "true";

            }

            count++;

            flag = true;

            if (!isleaf(head))

            {

                return;

            }

        }

        if (head->alphabets[i] != NULL)

        {

            print(head->alphabets[i]);

        }

        i++;

    }

}

Linkedlist.h

#ifndef LinkedList\_h

#define LinkedList\_h

#include <iostream>

using namespace std;

class L\_NODE

{

public:

    char ch = NULL; // data

    double count = 0;

    L\_NODE \*next = NULL; // pointer to next Node

    L\_NODE \*left = NULL;

    L\_NODE \*right = NULL;

};

class List

{

    L\_NODE \*head;

    int c = 0;

public:

    List(void) { head = NULL; } // constructor

                                // retiurn head of list

    L\_NODE \*getHead()

    {

        return head;

    }

    // to check that the list is empty or not

    bool IsEmpty();

    // insert the new node

    bool Insert(char, double, int);

    // display function of list

    void DisplayList(void);

    // sort the link list (bubble sort)

    void sorting();

    // this function sum of first two node and put in to new node to make tree

    L\_NODE \*buildTree();

    // this function is used by the build tree to insert the new node which has 2 node left and right

    void InsertTree(L\_NODE \*T);

};

#endif // !LinkedList\_h

LinkedList.cpp

#include "LinkedList.h"

// list is empty or not

bool List::IsEmpty()

{

    if (head == NULL)

    {

        return true;

    }

    else

        return (head->next == NULL);

}

// this function sum of first two node and put in to new node to make tree

L\_NODE \*List::buildTree()

{

    while (!IsEmpty())

    {

        sorting();

        double sum = 0;

        L\_NODE \*tree = new L\_NODE;

        sum = head->count;

        sum += head->next->count;

        tree->left = head;

        tree->right = head->next;

        tree->count = sum;

        head = head->next->next;

        tree->left->next = NULL;

        tree->right->next = NULL;

        InsertTree(tree);

    }

    return head;

}

// this function is used by the build tree to insert the new node which has 2 node left and right

void List::InsertTree(L\_NODE \*T)

{

    if (T != NULL)

    {

        T->next = head;

        head = T;

    }

}

// insert the node in the list

bool List::Insert(char ch, double count, int index)

{

    if (index <= 0)

        return false;

    int currIndex = 2;

    L\_NODE \*current = head;

    while (current && index > currIndex)

    {

        current = current->next;

        currIndex++;

    }

    if (index > 1 && current == NULL)

        return false;

    L\_NODE \*newNode = new L\_NODE;

    newNode->ch = ch;

    newNode->count = count;

    newNode->left = NULL;

    newNode->right = NULL;

    if (index == 1)

    {

        newNode->next = head;

        head = newNode;

    }

    else

    {

        newNode->next = current->next;

        current->next = newNode;

    }

    c++;

    return true;

}

// sorting the linked list use bubble sorting

void List::sorting()

{

    L\_NODE \*temp = head;

    L\_NODE \*newnode;

    char tmch;

    double tmc;

    L\_NODE \*tmLeft;

    L\_NODE \*tmright;

    while (temp != NULL)

    {

        newnode = temp->next;

        while (newnode != NULL)

        {

            // sorting algo

            if (temp->count >= newnode->count)

            {

                tmch = newnode->ch;

                tmc = newnode->count;

                tmLeft = newnode->left;

                tmright = newnode->right;

                newnode->ch = temp->ch;

                newnode->count = temp->count;

                newnode->left = temp->left;

                newnode->right = temp->right;

                temp->ch = tmch;

                temp->count = tmc;

                temp->left = tmLeft;

                temp->right = tmright;

            }

            newnode = newnode->next;

        }

        temp = temp->next;

    }

}

// display the linked list

void List::DisplayList()

{

    int num = 0;

    L\_NODE \*current = head;

    while (current != NULL && num < c)

    {

        cout << current->ch << ": " << current->count << endl;

        current = current->next;

        num++;

    }

    cout << "Number of nodes in the list: " << num << endl;

}

Huffman.h

#ifndef Huffman\_h

#define Huffman\_h

#include "LinkedList.h"

#include <string>

#include <fstream>

class encode

{

    List l;

    string text;

    string code;

    L\_NODE \*tree;

public:

    // constructor

    encode(string m = "");

    // load the data from file to tree

    void encodeText(string filename = "editior.txt");

    // decode the binary to the paragraph

    string decode(string filename = "compressedFile.txt");

private:

    // load the data from file

    void LoadTextFromFile(string filename = "editior.txt");

    // save the data paragraph ton file

    void saveToFile(string filename = "compressedFile.txt", int \*arr = NULL, int n = 0);

    // this function generate codeusing any traversal

    void GenerateCode();

    // this generate code code and make code using the for the same purpose

    // this function generate codeusing any traversal

    void MakeCode(L\_NODE \*root, int arr[], int top, char search);

    // to checkl leaf or not

    int isLeaf(L\_NODE \*root);

};

#endif // !Huffman\_h

Huffman.cpp

#include "Huffman.h"

// constructor

encode::encode(string m)

{

    text = m;

    code = "";

    tree = NULL;

    fstream file;

    file.open("compressedFile.txt", ios::out | ios::trunc);

    file << "";

    file.close();

}

// decode the binary to the paragraph

string encode::decode(string filename)

{

    L\_NODE \*temp = tree;

    fstream f;

    string str = "";

    //load binary file to convert it into words

    f.open(filename, ios::in);

    char ch;

    while (!f.eof())

    {

        f >> ch;

        ;

        if (ch == '1')

        {

            temp = temp->right;

        }

        else

        {

            temp = temp->left;

        }

        if (temp->left == NULL && temp->right == NULL)

        {

            // cout << temp->ch;

            str += temp->ch;

            temp = tree;

        }

    }

    return str;

}

// load the data from file

void encode::LoadTextFromFile(string filename)

{

    fstream f;

    f.open(filename, ios::in);

    char ch;

    while (!f.eof())

    {

        f.get(ch);

        text += ch;

    }

    f.close();

}

// save the data paragraph ton file

void encode::saveToFile(string filename, int \*arr, int n)

{

    ofstream f;

    static int count = 0;

    f.open("compressedFile.txt", ios::app);

    for (int i = 0; i < n; ++i)

    {

        f << arr[i];

    }

    f.close();

}

// load the data from file to tree

void encode::encodeText(string filename)

{

    LoadTextFromFile(filename);

    int freq[256] = {0};

    int b;

    for (int i = 0; text[i] != '\0'; i++)

    {

        b = text[i];

        freq[b]++;

    }

    for (int i = 0; i < 256; i++)

    {

        if (freq[i] != 0)

        {

            l.Insert(char(i), freq[i], 1);

        }

    }

    tree = l.buildTree();

    GenerateCode();

}

// this function generate codeusing any traversal

void encode::GenerateCode()

{

    int \*arr = new int[10000000];

    int top = 0;

    int i = 0;

    while (text[i] != 0)

    {

        MakeCode(tree, arr, top, text[i]);

        i++;

    }

}

// this generate code code and make code using the for the same purpose

// this function generate codeusing any traversal

void encode::MakeCode(L\_NODE \*root, int arr[], int top, char search)

{

    // Assign 0 to left edge and recur

    if (root->left)

    {

        arr[top] = 0;

        MakeCode(root->left, arr, top + 1, search);

    }

    // Assign 1 to right edge and recur

    if (root->right)

    {

        arr[top] = 1;

        MakeCode(root->right, arr, top + 1, search);

    }

    // if (isLeaf(root) == true) {

    if (root->ch == search)

    {

        saveToFile("compressedFile.txt", arr, top);

    }

}

// to checkl leaf or not

int encode::isLeaf(L\_NODE \*root)

{

    return !(root->left) && !(root->right);

}

**Outputs**
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